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1. **ЦЕЛЬ РАБОТЫ**

Целью данной работы является создание многофункционального графического редактора, объединяющее графический редактор и инструменты, использующие средства синхронизации (мьютексы и семафоры) для координирования работы потоков.

1. **ТЕОРЕТИЧЕСКИЕ СВЕДЕНИЯ**

Средства синхронизации и взаимного исключения в операционной системе *Windows* играют ключевую роль в обеспечении правильного и безопасного взаимодействия множества потоков в многозадачных приложениях. Они помогают предотвратить гонки данных и другие проблемы, возникающие при одновременном доступе к общим ресурсам. Вот некоторые важные теоретические сведения на эту тему:

Многозадачные приложения, работающие с несколькими потоками, требуют синхронизации для контроля над порядком выполнения потоков. Синхронизация позволяет управлять доступом к разделяемым ресурсам, таким как переменные, структуры данных и файлы.

Мьютексы являются объектами, которые используются для координации между потоками. Они могут быть использованы для взаимного исключения, что означает, что только один поток может войти в критическую секцию, защищенную мьютексом, в любой момент времени. В Windows, мьютексы создаются с помощью функции *CreateMutex*.

Семафоры является средством синхронизации, которое позволяет контролировать доступ к определенному количеству ресурсов. Они полезны, когда есть несколько экземпляров общего ресурса. В *Windows*, семафоры могут быть созданы с помощью функции *CreateSemaphore*.

Критической секцией является участок кода, который должен выполняться только одним потоком в определенный момент времени. В *Windows*, для создания критических секций используется структура данных *CRITICAL\_SECTION*. Она обеспечивает монопольный доступ к коду внутри секции.

Изучение и правильное использование средств синхронизации и взаимного исключения важны для разработчиков многозадачных приложений в *Windows*. Они обеспечивают надежность и стабильность работы приложений, предотвращая возможные конфликты и проблемы, связанные с параллельным выполнением кода разными потоками.

1. **РЕЗУЛЬТАТ ВЫПОЛНЕНИЯ**

В ходе выполнения лабораторной работы было разработано многофункциональное графическое приложение, используя *Win32 API*. Приложение объединяет графический редактор с инструментами, которые используют средства синхронизации (мьютексы, семафоры) для координирования работы потоков (Рисунок 1).
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Рисунок 1 – Окно приложения

При нажатии на кнопку для анализа реестра программа начинает выполнять обход при помощи мьютекса и выводит уведомление о начале обработки (Рисунок 2).

![](data:image/png;base64,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)

Рисунок 2 – Окно оповещения об обработки реестра

При нажатии на кнопку семафора программа выполняет специальный метод с семафорами, который выводит по два окна уведомлений (Рисунок 3).
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Рисунок 3 – Окна оповещений о выполнении метода с семафорами

# ЗАКЛЮЧЕНИЕ

В результате выполнения лабораторной работы было разработано многофункциональное графическое приложение на базе *Win32 API*, объединяющее графический редактор, инструменты, использующее средства синхронизации (мьютексы, семафоры) для координирования работы потоков. Приложение предоставляет пользователям возможность создавать и редактировать изображения, демонстрировать использование средств синхронизации.
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# ПРИЛОЖЕНИЕ А (обязательное) Листинг кода

Листинг 1 – Файл Lab1.cpp

#include <windows.h>

#include <windows.h>

#include <vector>

#include <CommCtrl.h>

#include <commdlg.h>

#include <string>

#include <GdiPlus.h>

#include <iostream>

#include <pdh.h>

#include <thread>

#include <Wininet.h>

#include <deque>

#include <chrono>

#include <Psapi.h>

#include <future>

#pragma comment(lib, "pdh.lib")

#pragma comment(lib, "gdiplus.lib")

#pragma comment(lib, "user32.lib")

#pragma comment(lib, "wininet.lib")

#define M\_PI 3.141592653589793238462643383279

#define WM\_SEARCH\_REG (WM\_APP + 1)

#define WM\_DELETE\_REG (WM\_APP + 2)

#define MYBYTES 1048576

#pragma region const

struct Shape

{

RECT rect;

bool isCorrect;

int n;

int selectedShape;

// 1 - круг

// 2 - n-угольник

// 3 - Прямая

// 4 - Карандашь

int Thickness;

COLORREF selectedColorThickness;

COLORREF selectedColorBrush;

std::vector<Gdiplus::Point> pen;

int scale = 100;

int rotation = 0;

};

struct PaintWindow

{

int x1 = 150;

int y1 = 0;

int x2 = 1000;

int y2 = 800;

int Width = x2 - x1;

int Height = y2 - y1;

};

struct RegistryEntry {

HKEY parentKey;

std::wstring subkeyName;

TCHAR\* szPath;

};

// Глобальные переменные

HINSTANCE hInst;

HDC hdcBuffer;

HBITMAP hBitmap;

HWND hwndMain, hwndComboBox, hSlider, hSliderCP, hSliderThickness, hSliderScale, hSliderRotation, hwndList, hwndListCP, hwndDeleteItem, hwndUpItem, hwndDownItem, hwndSave, hwndComboBoxCP, hButton6;

COLORREF customColorsThickness[16]{ 0 };

COLORREF customColorsBrush[16]{ 0 };

CHOOSECOLOR ccThickness, ccBrush;

COLORREF selectedColorThickness, selectedColorBrush;

HHOOK MouseHook;

PaintWindow PW;

int selectedItemIndex = -1;

std::vector<Shape> shapes;

RECT currentShape;

bool isDrawing = false;

bool isMove = false;

bool isTaskManager = false;

int selectedShape = 1;

int n = 3;

int speed = 1000;

int Thickness = 1;

std::vector<Gdiplus::Point> pen;

Gdiplus::Point startPos;

std::vector<float> cpuLoadHistory;

std::vector<float> memoryLoadHistory;

std::vector<std::wstring> StarusCP;

std::vector<RegistryEntry> emptyValues;

HANDLE Search, Delete, hMutex, hSemaphore;

long long deleteValues = 0;

#pragma endregion

LRESULT CALLBACK WndProc(HWND hwnd, UINT msg, WPARAM wParam, LPARAM lParam);

LRESULT CALLBACK MouseHookProc(int nCode, WPARAM wParam, LPARAM lParam);

void DrawShape(Gdiplus::Graphics& graphics, Gdiplus::Pen\* penPlus, Gdiplus::SolidBrush\* brush, bool isCorrect, int scale = 100, int rotation = 0);

void FillRectWindow();

void RePaint(bool ctrlZ, bool del, bool list = false);

void UpdateData();

void DrawGraph(HDC hdc, const std::vector<float>& data, int y, COLORREF color);

int GetEncoderClsid(const WCHAR\* format, CLSID\* pClsid);

void Monitoring(HMONITOR hMonitor, HDC hdcMonitor, LPRECT lprcMonitor, LPARAM dwData) {

DEVMODE prevDevMode, currentDevMode;

SYSTEM\_POWER\_STATUS prevPowerStatus, currentPowerStatus;

BOOL prevInternet, currentInternet;

prevInternet = InternetGetConnectedState(NULL, 0);

EnumDisplaySettings(nullptr, ENUM\_CURRENT\_SETTINGS, &prevDevMode);

GetSystemPowerStatus(&prevPowerStatus);

while (true) {

EnumDisplaySettings(nullptr, ENUM\_CURRENT\_SETTINGS, &currentDevMode);

GetSystemPowerStatus(&currentPowerStatus);

currentInternet = InternetGetConnectedState(NULL, 0);

if (prevDevMode.dmPelsWidth != currentDevMode.dmPelsWidth || prevDevMode.dmPelsHeight != currentDevMode.dmPelsHeight) {

std::wstring message2 = L"Изменено разрешение экрана: ";

message2 += std::to\_wstring(currentDevMode.dmPelsWidth);

message2 += L" x ";

message2 += std::to\_wstring(currentDevMode.dmPelsHeight);

MessageBox(NULL, message2.c\_str(), L"", MB\_ICONINFORMATION | MB\_OK);

prevDevMode = currentDevMode;

}

if (prevPowerStatus.ACLineStatus != currentPowerStatus.ACLineStatus) {

if (currentPowerStatus.ACLineStatus == 0) {

MessageBox(NULL, L"Режим питания от аккумулятора", L"", MB\_ICONINFORMATION | MB\_OK);

}

else {

MessageBox(NULL, L"Режим питания от сети", L"", MB\_ICONINFORMATION | MB\_OK);

}

prevPowerStatus = currentPowerStatus;

}

if (currentInternet != prevInternet) {

if (currentInternet == TRUE) {

MessageBox(NULL, L"Есть доступ к интернету", L"", MB\_ICONINFORMATION | MB\_OK);

}

else {

MessageBox(NULL, L"Нет доступа к интернету", L"", MB\_ICONINFORMATION | MB\_OK);

}

prevInternet = currentInternet;

}

std::this\_thread::sleep\_for(std::chrono::seconds(1));

}

}

void SemaforTask() {

DWORD dwWaitResult;

dwWaitResult = WaitForSingleObject(hSemaphore, 0L);

switch (dwWaitResult)

{

// The semaphore object was signaled.

case WAIT\_OBJECT\_0: {

std::this\_thread::sleep\_for(std::chrono::seconds(1));

MessageBox(NULL, L"Семафор", L"", MB\_ICONINFORMATION | MB\_OK);

ReleaseSemaphore(hSemaphore, 1, NULL);

break;

}

case WAIT\_TIMEOUT: {

std::this\_thread::sleep\_for(std::chrono::microseconds(1100));

SemaforTask();

break;

}

}

}

void GetEmptyValues(HKEY hRootKey, TCHAR\* szPath)

{

HKEY hKey = NULL;

LONG lResult = RegOpenKeyEx(hRootKey, szPath, 0, KEY\_READ, &hKey);

if (lResult != ERROR\_SUCCESS)

return;

DWORD dwSubKeys = 0;

DWORD dwValues = 0;

lResult = RegQueryInfoKey(hKey, NULL, NULL, NULL, &dwSubKeys, NULL, NULL, &dwValues, NULL, NULL, NULL, NULL);

if (lResult != ERROR\_SUCCESS) {

RegCloseKey(hKey);

return;

}

for (DWORD i = 0; i < dwSubKeys; i++)

{

DWORD lpdwMAX\_PATH = MAX\_PATH;

TCHAR szSubKeyName[MAX\_PATH] = { 0 };

lResult = RegEnumKeyEx(hKey, i, szSubKeyName, &lpdwMAX\_PATH, NULL, NULL, NULL, NULL);

if (lResult != ERROR\_SUCCESS)

return;

GetEmptyValues(hKey, szSubKeyName);

}

bool check = true;

for (DWORD i = 0; i < dwValues; i++)

{

DWORD lpdwMAX\_PATH = MAX\_PATH;

TCHAR szValueName[MAX\_PATH] = { 0 };

lResult = RegEnumValue(hKey, i, szValueName, &lpdwMAX\_PATH, NULL, NULL, NULL, NULL);

if (lResult == ERROR\_SUCCESS)

{

DWORD dwSize = MAX\_PATH;

TCHAR szValueData[MAX\_PATH] = { 0 };

DWORD dwType = 0;

lResult = RegQueryValueEx(hKey, szValueName, 0, &dwType, (LPBYTE)szValueData, &dwSize);

// if (lResult == ERROR\_SUCCESS && dwType == REG\_SZ && szValueData[0] == '\0')

if (lResult == ERROR\_SUCCESS && szValueData[0] == '\0')

{

check = false;

RegistryEntry buf;

buf.parentKey = hKey;

buf.subkeyName = szValueName;

buf.szPath = szPath;

emptyValues.push\_back(buf);

}

}

}

if (check)

RegCloseKey(hKey);

}

void DeleteEmptyValues()

{

deleteValues = 0;

for (RegistryEntry hKey : emptyValues)

{

HKEY key = NULL;

LONG lResult = RegOpenKeyEx(hKey.parentKey, hKey.szPath, 0, KEY\_READ | KEY\_WRITE, &key);

if (lResult != ERROR\_SUCCESS)

continue;

lResult = RegDeleteValue(key, hKey.subkeyName.c\_str());

RegCloseKey(key);

if (lResult == ERROR\_SUCCESS)

deleteValues++;

}

PostMessage(hwndMain, WM\_DELETE\_REG, 0, 0);

}

void StartSearch() {

DWORD dwWaitResult;

dwWaitResult = WaitForSingleObject(hMutex, INFINITE);

switch (dwWaitResult)

{

case WAIT\_OBJECT\_0: {

emptyValues.clear();

HKEY baseKeys[] = { HKEY\_LOCAL\_MACHINE, HKEY\_CURRENT\_USER, HKEY\_USERS, HKEY\_CURRENT\_CONFIG, HKEY\_CLASSES\_ROOT };

for (HKEY baseKey : baseKeys) {

TCHAR szPath[MAX\_PATH] = { 0 };

GetEmptyValues(baseKey, szPath);

}

PostMessage(hwndMain, WM\_SEARCH\_REG, 0, 0);

break;

}

case WAIT\_ABANDONED:

MessageBox(NULL, L"Реестр обрабатывается", L"Ошибка", MB\_ICONERROR | MB\_OK);

return;

}

ReleaseMutex(hMutex);

}

int WINAPI WinMain(HINSTANCE hInstance, HINSTANCE hPrevInstance, LPSTR lpCmdLine, int nCmdShow)

{

Gdiplus::GdiplusStartupInput gdiplusStartupInput;

ULONG\_PTR gdiplusToken;

Gdiplus::GdiplusStartup(&gdiplusToken, &gdiplusStartupInput, NULL);

//MouseHook = SetWindowsHookEx(WH\_MOUSE\_LL, MouseHookProc, NULL, 0);

hMutex = CreateMutex(NULL, FALSE, NULL);

if (hMutex == NULL)

{

MessageBox(NULL, L"Мьютекс не создан", L"Ошибка", MB\_ICONERROR | MB\_OK);

return 1;

}

hSemaphore = CreateSemaphore(NULL, 2, 2, NULL);

if (hSemaphore == NULL)

{

MessageBox(NULL, L"Семафор не создан", L"Ошибка", MB\_ICONERROR | MB\_OK);

return 1;

}

WNDCLASSEX wc = { sizeof(WNDCLASSEX), CS\_HREDRAW | CS\_VREDRAW, WndProc, 0, 0, GetModuleHandle(NULL), NULL, NULL, NULL, NULL, L"MyWindowClass", NULL };

RegisterClassEx(&wc);

hwndMain = CreateWindow(L"MyWindowClass", L"Графический редактор", WS\_OVERLAPPEDWINDOW | WS\_CLIPCHILDREN, NULL, NULL, PW.x2 + 200, PW.y2, NULL, NULL, hInstance, NULL);

SetWindowLong(hwndMain, GWL\_STYLE, GetWindowLong(hwndMain, GWL\_STYLE) & ~WS\_THICKFRAME);

HDC hdc = GetDC(hwndMain);

hdcBuffer = CreateCompatibleDC(hdc);

hBitmap = CreateCompatibleBitmap(hdc, PW.Width, PW.Height);

SelectObject(hdcBuffer, hBitmap);

ShowWindow(hwndMain, nCmdShow);

RECT rectSlider{ 0,0,PW.x1,PW.y2 };

FillRect(hdc, &rectSlider, (HBRUSH)(COLOR\_WINDOW));

RECT rectSlider2{ PW.x2,0,PW.x2 + 200,PW.y2 };

FillRect(hdc, &rectSlider2, (HBRUSH)(COLOR\_WINDOW));

ReleaseDC(hwndMain, hdc);

UpdateWindow(hwndMain);

HANDLE hThreadUpdateData = CreateThread(NULL, 0, (LPTHREAD\_START\_ROUTINE)UpdateData, NULL, 0, NULL);

HANDLE hThreadMonitoring = CreateThread(NULL, 0, (LPTHREAD\_START\_ROUTINE)Monitoring, NULL, 0, NULL);

MSG msg;

while (GetMessage(&msg, NULL, 0, 0))

{

TranslateMessage(&msg);

DispatchMessage(&msg);

}

UnhookWindowsHookEx(MouseHook);

Gdiplus::GdiplusShutdown(gdiplusToken);

DeleteObject(hBitmap);

DeleteDC(hdcBuffer);

TerminateThread(hThreadUpdateData, 0);

CloseHandle(hThreadUpdateData);

TerminateThread(hThreadMonitoring, 0);

CloseHandle(hThreadMonitoring);

return msg.wParam;

}

LRESULT CALLBACK MouseHookProc(int nCode, WPARAM wParam, LPARAM lParam)

{

if (nCode == HC\_ACTION)

{

// wParam содержит информацию о событии мыши (WM\_LBUTTONDOWN, WM\_LBUTTONUP, WM\_MOUSEMOVE и т. д.)

if (wParam == WM\_MOUSEMOVE)

{

if (isDrawing || isMove) {

POINT mousePos;

GetCursorPos(&mousePos);

RECT windowRect;

GetWindowRect(hwndMain, &windowRect);

if (mousePos.x < windowRect.left + PW.x1 || mousePos.x > windowRect.right - 200 ||

mousePos.y < windowRect.top || mousePos.y > windowRect.bottom)

{

if (isDrawing) {

isDrawing = false;

InvalidateRect(hwndMain, NULL, TRUE);

if (selectedShape == 4) {

pen.push\_back({ LOWORD(lParam) ,HIWORD(lParam) });

}

shapes.push\_back({ currentShape, bool(GetKeyState(VK\_SHIFT) & 0x8000),n,selectedShape, Thickness,selectedColorThickness,selectedColorBrush,pen });

pen.clear();

wchar\_t buffer[30];

swprintf(buffer, 30, L"(%d, %d), (%d, %d)", currentShape.left, currentShape.top, currentShape.right, currentShape.bottom);

SendMessage(hwndList, LB\_INSERTSTRING, (WPARAM)0, (LPARAM)buffer);

currentShape = { 0, 0, 0, 0 };

}

if (isMove) {

isMove = false;

int selectedIndex = SendMessage(hwndList, LB\_GETCURSEL, 0, 0);

if (selectedIndex != LB\_ERR) {

selectedIndex = shapes.size() - selectedIndex - 1;

int x = LOWORD(lParam) - startPos.X;

int y = HIWORD(lParam) - startPos.Y;

if (shapes[selectedIndex].selectedShape == 4)

{

for (long a = 0; a < shapes[selectedIndex].pen.size(); a++)

{

shapes[selectedIndex].pen[a].X += x;

shapes[selectedIndex].pen[a].Y += y;

}

RePaint(false, false);

}

else

{

shapes[selectedIndex].rect.left += x;

shapes[selectedIndex].rect.right += x;

shapes[selectedIndex].rect.top += y;

shapes[selectedIndex].rect.bottom += y;

RePaint(false, false);

}

}

SetFocus(hwndMain);

}

}

}

}

}

return CallNextHookEx(MouseHook, nCode, wParam, lParam);

}

LRESULT CALLBACK WndProc(HWND hwnd, UINT msg, WPARAM wParam, LPARAM lParam)

{

switch (msg)

{

case WM\_SEARCH\_REG:

{

std::wstring message = L"Найдено ";

message += std::to\_wstring(emptyValues.size());

message += L" пустых значений.\nУдалить?";

int result = MessageBox(NULL, message.c\_str(), L"Подтверждение", MB\_YESNO);

if (result == IDYES)

{

Delete = CreateThread(NULL, 0, (LPTHREAD\_START\_ROUTINE)DeleteEmptyValues, NULL, 0, NULL);

}

else

{

SetWindowText(hButton6, L"Анализ реестра");

}

CloseHandle(Search);

break;

}

case WM\_DELETE\_REG:

{

std::wstring message = L"Удалено ";

message += std::to\_wstring(deleteValues);

message += L" значений из ";

message += std::to\_wstring(emptyValues.size());

MessageBox(NULL, message.c\_str(), L"", MB\_ICONINFORMATION | MB\_OK);

SetWindowText(hButton6, L"Анализ реестра");

CloseHandle(Delete);

break;

}

case WM\_CREATE:

{

#pragma region Elements

hwndComboBox = CreateWindow(L"COMBOBOX", NULL, WS\_CHILD | WS\_VISIBLE | CBS\_DROPDOWNLIST | WS\_VSCROLL, 0, 00, PW.x1, 200, hwnd, NULL, NULL, NULL);

SendMessage(hwndComboBox, CB\_ADDSTRING, 0, (LPARAM)L"Перемещение (E)");

SendMessage(hwndComboBox, CB\_ADDSTRING, 0, (LPARAM)L"Круг (A)");

SendMessage(hwndComboBox, CB\_ADDSTRING, 0, (LPARAM)L"N-угольник (B)");

SendMessage(hwndComboBox, CB\_ADDSTRING, 0, (LPARAM)L"Прямая (C)");

SendMessage(hwndComboBox, CB\_ADDSTRING, 0, (LPARAM)L"Карандашь (D)");

SendMessage(hwndComboBox, CB\_SETCURSEL, 1, 0);

#pragma endregion

#pragma region SliderN

hSlider = CreateWindowEx(0, TRACKBAR\_CLASS, NULL, TBS\_AUTOTICKS | TBS\_ENABLESELRANGE | WS\_CHILD | WS\_VISIBLE, 0, 40, PW.x1, 40, hwnd, NULL, hInst, NULL);

SendMessage(hSlider, TBM\_SETRANGE, TRUE, MAKELPARAM(3, 20));

SendMessage(hSlider, WM\_SETREDRAW, FALSE, 0);

ShowWindow(hSlider, SW\_HIDE);

#pragma endregion

#pragma region Slider Thickness

hSliderThickness = CreateWindowEx(0, TRACKBAR\_CLASS, NULL, TBS\_AUTOTICKS | TBS\_ENABLESELRANGE | WS\_CHILD | WS\_VISIBLE, 0, 80, PW.x1, 40, hwnd, NULL, hInst, NULL);

SendMessage(hSliderThickness, TBM\_SETRANGE, TRUE, MAKELPARAM(0, 100));

#pragma endregion

#pragma region Color Choose Thickness

HWND hButton1 = CreateWindow(L"BUTTON", L"Цвет линии", WS\_CHILD | WS\_VISIBLE, 0, 120, PW.x1, 40, hwnd, (HMENU)1001, GetModuleHandle(NULL), NULL);

ZeroMemory(&ccThickness, sizeof(ccThickness));

ccThickness.lStructSize = sizeof(ccThickness);

ccThickness.hwndOwner = hwndMain; // Окно-владелец диалога

ccThickness.lpCustColors = (LPDWORD)customColorsThickness;

ccThickness.rgbResult = RGB(255, 0, 0);

ccThickness.Flags = CC\_FULLOPEN | CC\_RGBINIT; // Флаги диалога (полный выбор цвета и начальное значение)

#pragma endregion

#pragma region Color Choose Brush

HWND hButton2 = CreateWindow(L"BUTTON", L"Цвет заливки", WS\_CHILD | WS\_VISIBLE, 0, 160, PW.x1, 40, hwnd, (HMENU)1002, GetModuleHandle(NULL), NULL);

ZeroMemory(&ccBrush, sizeof(ccBrush));

ccBrush.lStructSize = sizeof(ccBrush);

ccBrush.hwndOwner = hwndMain;

ccBrush.lpCustColors = (LPDWORD)customColorsThickness;

ccBrush.rgbResult = RGB(255, 0, 0);

ccBrush.Flags = CC\_FULLOPEN | CC\_RGBINIT;

#pragma endregion

#pragma region Slider Scale

hSliderScale = CreateWindowEx(0, TRACKBAR\_CLASS, NULL, TBS\_AUTOTICKS | TBS\_ENABLESELRANGE | WS\_CHILD | WS\_VISIBLE, 0, 200, PW.x1, 40, hwnd, NULL, hInst, NULL);

SendMessage(hSliderScale, TBM\_SETRANGE, TRUE, MAKELPARAM(1, 500));

#pragma endregion

#pragma region Slider Rotation

hSliderRotation = CreateWindowEx(0, TRACKBAR\_CLASS, NULL, TBS\_AUTOTICKS | TBS\_ENABLESELRANGE | WS\_CHILD | WS\_VISIBLE, 0, 240, PW.x1, 40, hwnd, NULL, hInst, NULL);

SendMessage(hSliderRotation, TBM\_SETRANGE, TRUE, MAKELPARAM(0, 360));

#pragma endregion

#pragma region Color Choose Brush

hwndList = CreateWindowEx(0, L"LISTBOX", NULL, WS\_CHILD | WS\_VISIBLE | WS\_BORDER | LBS\_NOTIFY | WS\_VSCROLL, 0, 280, PW.x1, 250, hwnd, (HMENU)100, GetModuleHandle(NULL), NULL);

hwndDeleteItem = CreateWindow(L"BUTTON", L"Отменить", WS\_CHILD | WS\_VISIBLE, 0, 520, PW.x1 / 2, 40, hwnd, (HMENU)99, GetModuleHandle(NULL), NULL);

hwndDeleteItem = CreateWindow(L"BUTTON", L"Удалить", WS\_CHILD | WS\_VISIBLE, PW.x1 / 2, 520, PW.x1 / 2, 40, hwnd, (HMENU)101, GetModuleHandle(NULL), NULL);

hwndUpItem = CreateWindow(L"BUTTON", L"Вверх", WS\_CHILD | WS\_VISIBLE, 0, 560, PW.x1 / 2, 40, hwnd, (HMENU)102, GetModuleHandle(NULL), NULL);

hwndDownItem = CreateWindow(L"BUTTON", L"Вниз", WS\_CHILD | WS\_VISIBLE, PW.x1 / 2, 560, PW.x1 / 2, 40, hwnd, (HMENU)103, GetModuleHandle(NULL), NULL);

#pragma endregion

#pragma region Open/Save

hwndSave = CreateWindow(L"BUTTON", L"Открыть проект", WS\_CHILD | WS\_VISIBLE, 0, PW.y2 - 160, PW.x1, 40, hwnd, (HMENU)104, GetModuleHandle(NULL), NULL);

hwndSave = CreateWindow(L"BUTTON", L"Сохранить проект", WS\_CHILD | WS\_VISIBLE, 0, PW.y2 - 120, PW.x1, 40, hwnd, (HMENU)105, GetModuleHandle(NULL), NULL);

hwndSave = CreateWindow(L"BUTTON", L"Сохранить png", WS\_CHILD | WS\_VISIBLE, 0, PW.y2 - 80, PW.x1, 40, hwnd, (HMENU)106, GetModuleHandle(NULL), NULL);

#pragma endregion

#pragma region Select CP

hwndComboBoxCP = CreateWindow(L"COMBOBOX", NULL, WS\_CHILD | WS\_VISIBLE | CBS\_DROPDOWNLIST | WS\_VSCROLL, PW.x2, 0, 180, 200, hwnd, NULL, NULL, NULL);

hwndListCP = CreateWindowEx(0, L"LISTBOX", NULL, WS\_CHILD | WS\_VISIBLE | WS\_BORDER | LBS\_NOTIFY | WS\_VSCROLL, PW.x2, 500, 180, 220, hwnd, NULL, GetModuleHandle(NULL), NULL);

hSliderCP = CreateWindowEx(0, TRACKBAR\_CLASS, NULL, TBS\_AUTOTICKS | TBS\_ENABLESELRANGE | WS\_CHILD | WS\_VISIBLE, PW.x2, 50, 180, 40, hwnd, NULL, hInst, NULL);

SendMessage(hSliderCP, TBM\_SETRANGE, TRUE, MAKELPARAM(50, 2000));

SendMessage(hSliderCP, TBM\_SETPOS, TRUE, 1000);

SYSTEM\_INFO sysInfo;

GetSystemInfo(&sysInfo);

int numCores = sysInfo.dwNumberOfProcessors;

SendMessage(hwndComboBoxCP, CB\_ADDSTRING, 0, (LPARAM)L"\_Total");

for (int a = 0; a < sysInfo.dwNumberOfProcessors; a++)

{

SendMessage(hwndComboBoxCP, CB\_ADDSTRING, 0, (LPARAM)(L"0," + std::to\_wstring(a)).c\_str());

}

SendMessage(hwndComboBoxCP, CB\_SETCURSEL, 0, 0);

#pragma endregion

hButton6 = CreateWindow(L"BUTTON", L"Анализ", WS\_CHILD | WS\_VISIBLE, PW.x2, 720, 90, 40, hwnd, (HMENU)141, GetModuleHandle(NULL), NULL);

hButton6 = CreateWindow(L"BUTTON", L"Семафор", WS\_CHILD | WS\_VISIBLE, PW.x2 + 90, 720, 90, 40, hwnd, (HMENU)142, GetModuleHandle(NULL), NULL);

break;

}

case WM\_PAINT:

{

if (isDrawing)

{

PAINTSTRUCT ps;

HDC hdc = BeginPaint(hwnd, &ps);

Gdiplus::Graphics graphics(hdc);

Gdiplus::Pen pen(Gdiplus::Color({ GetRValue(selectedColorThickness),GetGValue(selectedColorThickness),GetBValue(selectedColorThickness) }));

pen.SetWidth(Thickness);

Gdiplus::SolidBrush brush(Gdiplus::Color({ GetRValue(selectedColorBrush),GetGValue(selectedColorBrush),GetBValue(selectedColorBrush) }));

BitBlt(hdc, PW.x1, PW.y1, PW.Width, PW.Height, hdcBuffer, 0, 0, SRCCOPY);

DrawShape(graphics, &pen, &brush, GetKeyState(VK\_SHIFT) & 0x8000);

EndPaint(hwnd, &ps);

}

if (isTaskManager) {

isTaskManager = false;

PAINTSTRUCT ps;

HDC hdc = BeginPaint(hwnd, &ps);

if (cpuLoadHistory.size() == 1)

{

RECT rectSlider2{ PW.x2,0,PW.x2 + 200,PW.y2 };

RECT rectSlider3{ PW.x2,100,PW.x2 + 200,300 };

RECT rectSlider4{ PW.x2,300,PW.x2 + 200,500 };

FillRect(hdc, &rectSlider2, (HBRUSH)(COLOR\_WINDOW));

FillRect(hdc, &rectSlider3, (HBRUSH)(COLOR\_WINDOW + 2));

FillRect(hdc, &rectSlider4, (HBRUSH)(COLOR\_WINDOW + 4));

}

SendMessage(hwndListCP, LB\_RESETCONTENT, 0, 0);

for (const std::wstring& item : StarusCP)

{

// Добавить элемент в список

SendMessage(hwndListCP, LB\_ADDSTRING, 0, reinterpret\_cast<LPARAM>(item.c\_str()));

}

DrawGraph(hdc, cpuLoadHistory, 300, RGB(255, 0, 0));

DrawGraph(hdc, memoryLoadHistory, 500, RGB(0, 0, 255));

EndPaint(hwnd, &ps);

}

break;

}

case WM\_LBUTTONDOWN:

{

if (LOWORD(lParam) >= PW.x1 && LOWORD(lParam) <= PW.x2 + 200 && selectedShape != 0) {

isDrawing = true;

currentShape.left = LOWORD(lParam);

currentShape.top = HIWORD(lParam);

currentShape.right = LOWORD(lParam);

currentShape.bottom = HIWORD(lParam);

PAINTSTRUCT ps;

HDC hdc = BeginPaint(hwnd, &ps);

BitBlt(hdcBuffer, 0, 0, PW.Width, PW.Height, hdc, PW.x1, PW.y1, SRCCOPY);

EndPaint(hwnd, &ps);

if (selectedShape == 4) {

pen.push\_back({ LOWORD(lParam) ,HIWORD(lParam) });

}

InvalidateRect(hwnd, NULL, TRUE);

}

if (selectedShape == 0)

{

isMove = true;

startPos = { LOWORD(lParam), HIWORD(lParam) };

InvalidateRect(hwnd, NULL, TRUE);

}

break;

}

case WM\_MOUSEMOVE:

{

if (isDrawing)

{

currentShape.right = LOWORD(lParam);

currentShape.bottom = HIWORD(lParam);

if (selectedShape == 4) {

pen.push\_back({ LOWORD(lParam) ,HIWORD(lParam) });

}

InvalidateRect(hwnd, NULL, TRUE);

}

if (isMove)

{

int selectedIndex = SendMessage(hwndList, LB\_GETCURSEL, 0, 0);

if (selectedIndex != LB\_ERR) {

selectedIndex = shapes.size() - selectedIndex - 1;

int x = LOWORD(lParam) - startPos.X;

int y = HIWORD(lParam) - startPos.Y;

if (shapes[selectedIndex].selectedShape == 4)

{

std::vector<Gdiplus::Point> bufpoints = shapes[selectedIndex].pen;

for (long a = 0; a < shapes[selectedIndex].pen.size(); a++)

{

shapes[selectedIndex].pen[a].X += x;

shapes[selectedIndex].pen[a].Y += y;

}

RePaint(false, false);

shapes[selectedIndex].pen = bufpoints;

bufpoints.clear();

}

else

{

RECT bufrect = shapes[selectedIndex].rect;

shapes[selectedIndex].rect.left += x;

shapes[selectedIndex].rect.right += x;

shapes[selectedIndex].rect.top += y;

shapes[selectedIndex].rect.bottom += y;

RePaint(false, false);

shapes[selectedIndex].rect = bufrect;

}

}

}

break;

}

case WM\_LBUTTONUP:

{

if (isDrawing) {

isDrawing = false;

InvalidateRect(hwnd, NULL, TRUE);

if (selectedShape == 4) {

pen.push\_back({ LOWORD(lParam) ,HIWORD(lParam) });

}

shapes.push\_back({ currentShape, bool(GetKeyState(VK\_SHIFT) & 0x8000),n,selectedShape, Thickness,selectedColorThickness,selectedColorBrush,pen });

pen.clear();

wchar\_t buffer[30];

swprintf(buffer, 30, L"(%d, %d), (%d, %d)", currentShape.left, currentShape.top, currentShape.right, currentShape.bottom);

SendMessage(hwndList, LB\_INSERTSTRING, (WPARAM)0, (LPARAM)buffer);

currentShape = { 0, 0, 0, 0 };

}

if (isMove) {

isMove = false;

int selectedIndex = SendMessage(hwndList, LB\_GETCURSEL, 0, 0);

if (selectedIndex != LB\_ERR) {

selectedIndex = shapes.size() - selectedIndex - 1;

int x = LOWORD(lParam) - startPos.X;

int y = HIWORD(lParam) - startPos.Y;

if (shapes[selectedIndex].selectedShape == 4)

{

for (long a = 0; a < shapes[selectedIndex].pen.size(); a++)

{

shapes[selectedIndex].pen[a].X += x;

shapes[selectedIndex].pen[a].Y += y;

}

RePaint(false, false);

}

else

{

shapes[selectedIndex].rect.left += x;

shapes[selectedIndex].rect.right += x;

shapes[selectedIndex].rect.top += y;

shapes[selectedIndex].rect.bottom += y;

RePaint(false, false);

}

}

SetFocus(hwndMain);

}

break;

}

case WM\_KEYDOWN:

{

int lower = tolower((unsigned char)wParam);

if (wParam == 'Z' && GetKeyState(VK\_CONTROL) < 0) {

RePaint(true, true);

SetFocus(hwnd);

}

else

{

switch (lower)

{

case L'a':

case L'c':

case L'd':

selectedShape = lower - L'a' + 1;

SendMessage(hwndComboBox, CB\_SETCURSEL, selectedShape, 0);

ShowWindow(hSlider, SW\_HIDE);

FillRectWindow();

break;

case L'b':

selectedShape = lower - L'a' + 1;

SendMessage(hwndComboBox, CB\_SETCURSEL, selectedShape, 0);

ShowWindow(hSlider, SW\_SHOW);

break;

case L'e':

selectedShape = 0;

SendMessage(hwndComboBox, CB\_SETCURSEL, selectedShape, 0);

ShowWindow(hSlider, SW\_HIDE);

FillRectWindow();

break;

}

}

break;

}

case WM\_COMMAND:

{

if (LOWORD(wParam) == 0 && HIWORD(wParam) == CBN\_SELCHANGE) {

int selectedIndex = SendMessage(hwndComboBox, CB\_GETCURSEL, 0, 0);

if (selectedIndex != CB\_ERR) {

if (selectedIndex == 2)

{

ShowWindow(hSlider, SW\_SHOW);

}

else

{

ShowWindow(hSlider, SW\_HIDE);

FillRectWindow();

}

selectedShape = selectedIndex;

}

SetFocus(hwnd);

}

if (LOWORD(wParam) == 1001)

{

if (ChooseColor(&ccThickness))

{

selectedColorThickness = ccThickness.rgbResult;

int selectedIndex = SendMessage(hwndList, LB\_GETCURSEL, 0, 0);

if (selectedIndex != LB\_ERR)

{

shapes[shapes.size() - selectedIndex - 1].selectedColorThickness = ccThickness.rgbResult;

RePaint(false, false);

}

}

}

if (LOWORD(wParam) == 1002)

{

if (ChooseColor(&ccBrush))

{

selectedColorBrush = ccBrush.rgbResult;

int selectedIndex = SendMessage(hwndList, LB\_GETCURSEL, 0, 0);

if (selectedIndex != LB\_ERR)

{

shapes[shapes.size() - selectedIndex - 1].selectedColorBrush = ccBrush.rgbResult;

RePaint(false, false);

}

}

}

if (LOWORD(wParam) == 100) {

if (HIWORD(wParam) == LBN\_SELCHANGE)

{

int selectedIndex = SendMessage(hwndList, LB\_GETCURSEL, 0, 0);

SetFocus(hwndMain);

SendMessage(hwndList, LB\_SETSEL, selectedIndex, 0);

SendMessage(hSliderScale, TBM\_SETPOS, TRUE, shapes[shapes.size() - selectedIndex - 1].scale);

SendMessage(hSliderRotation, TBM\_SETPOS, TRUE, shapes[shapes.size() - selectedIndex - 1].rotation);

SendMessage(hSliderThickness, TBM\_SETPOS, TRUE, shapes[shapes.size() - selectedIndex - 1].Thickness);

SendMessage(hSlider, TBM\_SETPOS, TRUE, shapes[shapes.size() - selectedIndex - 1].n);

}

}

if (LOWORD(wParam) == 99)

{

int selectedIndex = SendMessage(hwndList, LB\_GETCURSEL, 0, 0);

if (selectedIndex != LB\_ERR) {

SetFocus(hwndMain);

SendMessage(hwndList, LB\_SETCURSEL, -1, 0);

}

else

{

MessageBox(NULL, L"Не выбран элемент в списке!", L"Ошибка", MB\_ICONERROR | MB\_OK);

}

}

if (LOWORD(wParam) == 101)

{

int selectedIndex = SendMessage(hwndList, LB\_GETCURSEL, 0, 0);

if (selectedIndex != LB\_ERR) {

RePaint(false, true);

}

else

{

MessageBox(NULL, L"Не выбран элемент в списке!", L"Ошибка", MB\_ICONERROR | MB\_OK);

}

SetFocus(hwndMain);

}

if (LOWORD(wParam) == 102)

{

int selectedIndex = SendMessage(hwndList, LB\_GETCURSEL, 0, 0);

if (selectedIndex != LB\_ERR) {

if (selectedIndex > 0)

{

Shape buf = shapes[shapes.size() - selectedIndex];

shapes[shapes.size() - selectedIndex] = shapes[shapes.size() - selectedIndex - 1];

shapes[shapes.size() - selectedIndex - 1] = buf;

wchar\_t buffer1[30];

wchar\_t buffer2[30];

SendMessage(hwndList, LB\_GETTEXT, selectedIndex - 1, (LPARAM)buffer1);

SendMessage(hwndList, LB\_GETTEXT, selectedIndex, (LPARAM)buffer2);

SendMessage(hwndList, LB\_DELETESTRING, selectedIndex - 1, 0);

SendMessage(hwndList, LB\_DELETESTRING, selectedIndex - 1, 0);

SendMessage(hwndList, LB\_INSERTSTRING, selectedIndex - 1, (LPARAM)buffer1);

SendMessage(hwndList, LB\_INSERTSTRING, selectedIndex - 1, (LPARAM)buffer2);

SendMessage(hwndList, LB\_SETCURSEL, selectedIndex - 1, 0);

RePaint(false, false);

}

}

else

{

MessageBox(NULL, L"Не выбран элемент в списке!", L"Ошибка", MB\_ICONERROR | MB\_OK);

}

SetFocus(hwndMain);

}

if (LOWORD(wParam) == 103)

{

int selectedIndex = SendMessage(hwndList, LB\_GETCURSEL, 0, 0);

if (selectedIndex != LB\_ERR) {

if (selectedIndex < shapes.size() - 1)

{

Shape buf = shapes[shapes.size() - selectedIndex - 1];

shapes[shapes.size() - selectedIndex - 1] = shapes[shapes.size() - selectedIndex - 2];

shapes[shapes.size() - selectedIndex - 2] = buf;

wchar\_t buffer1[30];

wchar\_t buffer2[30];

SendMessage(hwndList, LB\_GETTEXT, selectedIndex + 1, (LPARAM)buffer1);

SendMessage(hwndList, LB\_GETTEXT, selectedIndex, (LPARAM)buffer2);

SendMessage(hwndList, LB\_DELETESTRING, selectedIndex, 0);

SendMessage(hwndList, LB\_DELETESTRING, selectedIndex, 0);

SendMessage(hwndList, LB\_INSERTSTRING, selectedIndex, (LPARAM)buffer2);

SendMessage(hwndList, LB\_INSERTSTRING, selectedIndex, (LPARAM)buffer1);

SendMessage(hwndList, LB\_SETCURSEL, selectedIndex + 1, 0);

RePaint(false, false);

}

}

else

{

MessageBox(NULL, L"Не выбран элемент в списке!", L"Ошибка", MB\_ICONERROR | MB\_OK);

}

SetFocus(hwndMain);

}

if (LOWORD(wParam) == 104)

{

// Открываем файл для чтения в двоичном режиме

HANDLE fileHandle = CreateFile(L"shapes.dat", GENERIC\_READ, 0, NULL, OPEN\_EXISTING, FILE\_ATTRIBUTE\_NORMAL, NULL);

if (fileHandle == INVALID\_HANDLE\_VALUE) {

MessageBox(NULL, L"Error 1: Не удалось открыть файл для чтения!", L"Ошибка", MB\_ICONERROR | MB\_OK);

return 1;

}

// Получаем размер файла

DWORD fileSize = GetFileSize(fileHandle, NULL);

// Создаем memory-mapped файл для чтения

HANDLE mapHandle = CreateFileMapping(fileHandle, NULL, PAGE\_READONLY, 0, fileSize, NULL);

if (mapHandle == NULL) {

CloseHandle(fileHandle);

MessageBox(NULL, L"Error 2: Не удалось создать memory-mapped файл для чтения!", L"Ошибка", MB\_ICONERROR | MB\_OK);

return 1;

}

CloseHandle(fileHandle);

// Отображаем файл в память для чтения

LPVOID mapView = MapViewOfFile(mapHandle, FILE\_MAP\_READ, 0, 0, 0);

if (mapView == NULL) {

CloseHandle(mapHandle);

MessageBox(NULL, L"Error 3: Не удалось отобразить файл в память для чтения!", L"Ошибка", MB\_ICONERROR | MB\_OK);

return 1;

}

CloseHandle(mapHandle);

// Определяем количество элементов (Shapes) в файле

size\_t numShapes = fileSize / sizeof(Shape);

// Очищаем вектор, если он уже содержит данные

shapes.clear();

// Копируем данные из memory-mapped файла в вектор

for (size\_t i = 0; i < numShapes; ++i) {

shapes.push\_back(\*(reinterpret\_cast<const Shape\*>(static\_cast<const char\*>(mapView) + i \* sizeof(Shape))));

}

// Закрываем memory-mapped файл и файл на диске

UnmapViewOfFile(mapView);

RePaint(false, false, true);

MessageBox(NULL, L"Проект открыт!", L"Успех", MB\_ICONINFORMATION | MB\_OK);

}

if (LOWORD(wParam) == 105)

{

// Создаем memory-mapped файл

HANDLE mapHandle = CreateFileMapping(INVALID\_HANDLE\_VALUE, NULL, PAGE\_READWRITE, 0, sizeof(Shape) \* shapes.size(), L"MyMappedFile");

if (mapHandle == NULL) {

MessageBox(NULL, L"Error 1. Не удалось создать memory-mapped файл!", L"Ошибка", MB\_ICONERROR | MB\_OK);

return 1;

}

// Отображаем файл в память

LPVOID mapView = MapViewOfFile(mapHandle, FILE\_MAP\_WRITE, 0, 0, 0);

if (mapView == NULL) {

CloseHandle(mapHandle);

MessageBox(NULL, L"Error 2. Не удалось отобразить файл в память!", L"Ошибка", MB\_ICONERROR | MB\_OK);

return 1;

}

// Закрываем memory-mapped файл

CloseHandle(mapHandle);

// Копируем данные из вектора в memory-mapped файл

memcpy(mapView, &shapes[0], sizeof(Shape) \* shapes.size());

// Открываем файл для записи на диск в двоичном режиме

HANDLE fileHandle = CreateFile(L"shapes.dat", GENERIC\_WRITE, 0, NULL, CREATE\_ALWAYS, FILE\_ATTRIBUTE\_NORMAL, NULL);

if (fileHandle == INVALID\_HANDLE\_VALUE) {

MessageBox(NULL, L"Error 3. Не удалось открыть файл для записи!", L"Ошибка", MB\_ICONERROR | MB\_OK);

return 1;

}

// Читаем данные из memory-mapped файла и записываем их на диск

OVERLAPPED overlapped;

memset(&overlapped, 0, sizeof(OVERLAPPED));

DWORD bytesWritten;

WriteFile(fileHandle, mapView, sizeof(Shape) \* shapes.size(), NULL, &overlapped);

if (!GetOverlappedResult(fileHandle, &overlapped, &bytesWritten, TRUE)) {

MessageBox(NULL, L"Error 4. Не удалось записать данные на диск!", L"Ошибка", MB\_ICONERROR | MB\_OK);

return 1;

}

MessageBox(NULL, L"Проект сохранён!", L"Успех", MB\_ICONINFORMATION | MB\_OK);

// Закрываем memory-mapped файл и файл на диске

UnmapViewOfFile(mapView);

CloseHandle(fileHandle);

}

if (LOWORD(wParam) == 106)

{

HDC screenDC = GetDC(hwndMain);

RECT windowRect;

GetWindowRect(hwndMain, &windowRect);

HBITMAP hBitmap = CreateCompatibleBitmap(screenDC, PW.Width - 16, PW.Height - 35);

HDC memDC = CreateCompatibleDC(screenDC);

SelectObject(memDC, hBitmap);

BitBlt(memDC, 0, 0, windowRect.right - windowRect.left + PW.x1, windowRect.bottom - windowRect.top, screenDC, PW.x1, PW.y1, SRCCOPY);

Gdiplus::Bitmap bitmap(hBitmap, NULL);

CLSID pngClsid;

GetEncoderClsid(L"image/png", &pngClsid);

bitmap.Save(L"paint.png", &pngClsid, NULL);

MessageBox(NULL, L"Png сохранено!", L"Успех", MB\_ICONERROR | MB\_OK);

DeleteObject(hBitmap);

DeleteDC(memDC);

}

if (LOWORD(wParam) == 141) {

Search = CreateThread(NULL, 0, (LPTHREAD\_START\_ROUTINE)StartSearch, NULL, 0, NULL);

MessageBox(NULL, L"Реестр обрабатывается", L"", MB\_ICONINFORMATION | MB\_OK);

}

if (LOWORD(wParam) == 142) {

HANDLE aThread[10];

DWORD ThreadID;

for (int i = 0; i < 10; i++)

{

aThread[i] = CreateThread(NULL, 0, (LPTHREAD\_START\_ROUTINE)SemaforTask, NULL, 0, &ThreadID);

}

}

break;

}

case WM\_HSCROLL:

{

int selectedIndex = SendMessage(hwndList, LB\_GETCURSEL, 0, 0);

if (lParam == (LPARAM)hSlider)

{

n = SendMessage(hSlider, TBM\_GETPOS, 0, 0); selectedColorThickness = ccThickness.rgbResult;

if (selectedIndex != LB\_ERR)

{

shapes[shapes.size() - selectedIndex - 1].n = n;

RePaint(false, false);

}

}

if (lParam == (LPARAM)hSliderCP)

{

speed = SendMessage(hSliderCP, TBM\_GETPOS, 0, 0);

}

if (lParam == (LPARAM)hSliderThickness)

{

Thickness = SendMessage(hSliderThickness, TBM\_GETPOS, 0, 0);

if (selectedIndex != LB\_ERR)

{

shapes[shapes.size() - selectedIndex - 1].Thickness = Thickness;

RePaint(false, false);

}

}

if (lParam == (LPARAM)hSliderScale) {

if (selectedIndex != LB\_ERR)

{

shapes[shapes.size() - selectedIndex - 1].scale = SendMessage(hSliderScale, TBM\_GETPOS, 0, 0);

RePaint(false, false);

}

}

if (lParam == (LPARAM)hSliderRotation) {

if (selectedIndex != LB\_ERR)

{

shapes[shapes.size() - selectedIndex - 1].rotation = SendMessage(hSliderRotation, TBM\_GETPOS, 0, 0);

RePaint(false, false);

}

}

SetFocus(hwnd);

break;

}

case WM\_DESTROY:

{

PostQuitMessage(0);

break;

}

}

return DefWindowProc(hwnd, msg, wParam, lParam);

}

void FillRectWindow() {

HDC hdchwndMain = GetDC(hwndMain);

RECT rect1{ 0,0,PW.x1,PW.y2 };

FillRect(hdchwndMain, &rect1, (HBRUSH)(COLOR\_WINDOW));

ReleaseDC(hwndMain, hdchwndMain);

}

void RePaint(bool ctrlZ, bool del, bool list)

{

if (list) {

SendMessage(hwndList, LB\_RESETCONTENT, 0, 0);

for (int a = 0; a < shapes.size(); a++)

{

wchar\_t buffer[30];

swprintf(buffer, 30, L"(%d, %d), (%d, %d)", shapes[a].rect.left, shapes[a].rect.top, shapes[a].rect.right, shapes[a].rect.bottom);

SendMessage(hwndList, LB\_INSERTSTRING, (WPARAM)0, (LPARAM)buffer);

}

}

if (shapes.size() > 0)

{

int indexItem;

if (del) {

if (ctrlZ)

{

shapes.pop\_back();

indexItem = 0;

}

else

{

indexItem = SendMessage(hwndList, LB\_GETCURSEL, 0, 0);

shapes.erase(shapes.begin() + shapes.size() - indexItem - 1);

}

SendMessage(hwndList, LB\_DELETESTRING, indexItem, 0);

}

COLORREF bufSCT = selectedColorThickness;

COLORREF bufSCB = selectedColorBrush;

RECT bufCurrentShape = currentShape;

int bufSelectedShape = selectedShape;

int bufn = n;

std::vector<Gdiplus::Point> bufpen = pen;

HDC hdc = GetDC(hwndMain);

RECT rect1{ PW.x1, PW.y1, PW.x2, PW.y2, };

FillRect(hdc, &rect1, (HBRUSH)(COLOR\_WINDOW + 1));

for (int a = 0; a < shapes.size(); a++) {

n = shapes[a].n;

selectedShape = shapes[a].selectedShape;

pen = shapes[a].pen;

selectedColorThickness = shapes[a].selectedColorThickness;

selectedColorBrush = shapes[a].selectedColorBrush;

currentShape = shapes[a].rect;

Gdiplus::Graphics graphics(hdc);

Gdiplus::Pen pen(Gdiplus::Color({ GetRValue(selectedColorThickness),GetGValue(selectedColorThickness),GetBValue(selectedColorThickness) }));

pen.SetWidth(shapes[a].Thickness);

Gdiplus::SolidBrush brush(Gdiplus::Color({ GetRValue(selectedColorBrush),GetGValue(selectedColorBrush),GetBValue(selectedColorBrush) }));

DrawShape(graphics, &pen, &brush, shapes[a].isCorrect, shapes[a].scale, shapes[a].rotation);

}

ReleaseDC(hwndMain, hdc);

selectedColorThickness = bufSCT;

selectedColorBrush = bufSCB;

currentShape = bufCurrentShape;

selectedShape = bufSelectedShape;

n = bufn;

pen = bufpen;

bufpen.clear();

}

}

void DrawShape(Gdiplus::Graphics& graphics, Gdiplus::Pen\* penPlus, Gdiplus::SolidBrush\* brush, bool isCorrect, int scale, int rotation)

{

long x1 = currentShape.left;

long y1 = currentShape.top;

long x2 = currentShape.right;

long y2 = currentShape.bottom;

float s = scale / 100.0;

graphics.TranslateTransform((x2 + x1) / 2, (y2 + y1) / 2);

graphics.ScaleTransform(s, s);

graphics.RotateTransform(rotation);

graphics.TranslateTransform(-(x2 + x1) / 2, -(y2 + y1) / 2);

switch (selectedShape) {

// Круг

case 1:

{

if (isCorrect) {

int centerX = (x1 + x2) / 2;

int centerY = (y1 + y2) / 2;

int radius = (x2 - x1) / 2;

x1 = centerX - radius;

x2 = centerX + radius;

y1 = centerY - radius;

y2 = centerY + radius;

Gdiplus::Rect ellipseRect(x1, y1, x2 - x1, y2 - y1);

graphics.FillEllipse(brush, ellipseRect);

graphics.DrawEllipse(penPlus, ellipseRect);

}

else {

Gdiplus::Rect ellipseRect(x1, y1, x2 - x1, y2 - y1);

graphics.FillEllipse(brush, ellipseRect);

graphics.DrawEllipse(penPlus, ellipseRect);

}

break;

}

// N-угольник

case 2: {

if (isCorrect)

{

double angle = 2 \* M\_PI / n;

int radius, x;

int y = y1;

std::vector<Gdiplus::Point> vertices;

if (x2 >= x1)

{

if (y2 >= y1)

{

radius = (x2 - x1) / 2;

}

else

{

radius = (x1 - x2) / 2;

}

x = x1 + (x2 - x1) / 2 - radius \* tan(M\_PI / n);

}

else

{

if (y2 >= y1)

{

radius = (x1 - x2) / 2;

}

else

{

radius = (x2 - x1) / 2;

}

x = x1 - abs(x2 - x1) / 2 - radius \* tan(M\_PI / n);

}

for (int i = 0; i < n; i++) {

vertices.push\_back({ x,y });

x += static\_cast<int>(radius \* 2 \* cos(angle \* i));

y += static\_cast<int>(radius \* 2 \* sin(angle \* i));

}

graphics.FillPolygon(brush, &vertices[0], vertices.size());

graphics.DrawPolygon(penPlus, &vertices[0], vertices.size());

}

else

{

int width = x2 - x1;

int height = y2 - y1;

int centerX = (x1 + x2) / 2;

int centerY = (y1 + y2) / 2;

double angle = 2 \* M\_PI / n;

std::vector<Gdiplus::Point> vertices;

for (int i = 0; i < n; i++)

{

int x = static\_cast<int>(centerX + width / 2 \* cos(i \* angle));

int y = static\_cast<int>(centerY + height / 2 \* sin(i \* angle));

vertices.push\_back({ x, y });

}

graphics.FillPolygon(brush, &vertices[0], vertices.size());

graphics.DrawPolygon(penPlus, &vertices[0], vertices.size());

}

break;

}

// Прямая

case 3: {

Gdiplus::Point startPoint(x1, y1);

Gdiplus::Point endPoint(x2, y2);

graphics.DrawLine(penPlus, startPoint, endPoint);

break;

}

// Карандаш

case 4:

{

graphics.DrawCurve(penPlus, &pen[0], pen.size());

break;

}

}

FillRectWindow();

}

int GetEncoderClsid(const WCHAR\* format, CLSID\* pClsid)

{

UINT num = 0; // number of image encoders

UINT size = 0; // size of the image encoder array in bytes

Gdiplus::ImageCodecInfo\* pImageCodecInfo = NULL;

Gdiplus::GetImageEncodersSize(&num, &size);

if (size == 0)

return -1; // Failure

pImageCodecInfo = (Gdiplus::ImageCodecInfo\*)(malloc(size));

if (pImageCodecInfo == NULL)

return -1; // Failure

GetImageEncoders(num, size, pImageCodecInfo);

for (UINT j = 0; j < num; ++j)

{

if (wcscmp(pImageCodecInfo[j].MimeType, format) == 0)

{

\*pClsid = pImageCodecInfo[j].Clsid;

free(pImageCodecInfo);

return j; // Success

}

}

free(pImageCodecInfo);

return -1; // Failure

}

void UpdateData()

{

while (true)

{

int selectedIndex = SendMessage(hwndComboBoxCP, CB\_GETCURSEL, 0, 0);

int textLength = SendMessage(hwndComboBoxCP, CB\_GETLBTEXTLEN, selectedIndex, 0);

std::wstring buffer(textLength, L'2');

SendMessage(hwndComboBoxCP, CB\_GETLBTEXT, selectedIndex, (LPARAM)buffer.c\_str());

PDH\_STATUS status;

PDH\_HCOUNTER hCounter[10];

PDH\_HQUERY hQuery;

const LPCWSTR counterPaths[] = {

L"\\System\\Processes",

L"\\System\\Threads",

L"\\Process(\_Total)\\Handle Count",

L"\\System\\System Up Time",

L"\\Memory\\Available Bytes",

L"\\Memory\\Committed Bytes",

L"\\Memory\\Pool Nonpaged Bytes",

L"\\Memory\\Pool Paged Bytes",

};

status = PdhOpenQuery(NULL, 0, &hQuery);

status = PdhAddCounter(hQuery, (L"\\Processor Information(" + buffer + L")\\% Processor Utility").c\_str(), 0, &hCounter[0]);

for (int i = 0; i < 8; ++i)

{

status = PdhAddCounter(hQuery, counterPaths[i], NULL, &hCounter[i + 1]);

}

status = PdhCollectQueryData(hQuery);

std::this\_thread::sleep\_for(std::chrono::milliseconds(speed));

status = PdhCollectQueryData(hQuery);

PDH\_FMT\_COUNTERVALUE counterValue;

status = PdhGetFormattedCounterValue(hCounter[0], PDH\_FMT\_DOUBLE, NULL, &counterValue);

if (cpuLoadHistory.size() == 25)

{

cpuLoadHistory.clear();

memoryLoadHistory.clear();

}

cpuLoadHistory.push\_back(counterValue.doubleValue);

StarusCP.clear();

StarusCP.push\_back(L"CPU: " + std::to\_wstring(counterValue.doubleValue) + L"%");

for (int i = 1; i < 5; ++i)

{

status = PdhGetFormattedCounterValue(hCounter[i], PDH\_FMT\_LONG, NULL, &counterValue);

if (status == ERROR\_SUCCESS)

{

if (i == 1)

StarusCP.push\_back(L"Processes: " + std::to\_wstring(counterValue.longValue));

else if (i == 2)

StarusCP.push\_back(L"Threads: " + std::to\_wstring(counterValue.longValue));

else if (i == 3)

StarusCP.push\_back(L"Handles: " + std::to\_wstring(counterValue.longValue));

else if (i == 4)

StarusCP.push\_back(L"Up time: " + std::to\_wstring(counterValue.longValue));

}

}

StarusCP.push\_back(L"");

MEMORYSTATUSEX memInfo;

memInfo.dwLength = sizeof(MEMORYSTATUSEX);

GlobalMemoryStatusEx(&memInfo);

float memoryLoad = (float)(memInfo.ullTotalPhys - memInfo.ullAvailPhys) / (float)memInfo.ullTotalPhys \* 100.0f;

StarusCP.push\_back(L"Memory: " + std::to\_wstring(memoryLoad) + L"%");

StarusCP.push\_back(L"Total: " + std::to\_wstring(memInfo.ullTotalPhys / MYBYTES) + L" MB");

StarusCP.push\_back(L"In Use: " + std::to\_wstring((memInfo.ullTotalPhys - memInfo.ullAvailPhys) / MYBYTES) + L" MB");

for (int i = 5; i < 9; ++i)

{

status = PdhGetFormattedCounterValue(hCounter[i], PDH\_FMT\_DOUBLE, NULL, &counterValue);

if (status == ERROR\_SUCCESS)

{

if (i == 5)

StarusCP.push\_back(L"Available: " + std::to\_wstring(long long(counterValue.doubleValue / MYBYTES)));

else if (i == 6)

StarusCP.push\_back(L"Committed: " + std::to\_wstring(long long(counterValue.doubleValue / MYBYTES)));

else if (i == 7)

StarusCP.push\_back(L"Pool Nonpaged: " + std::to\_wstring(long long(counterValue.doubleValue / MYBYTES)));

else if (i == 8)

StarusCP.push\_back(L"Pool Paged: " + std::to\_wstring(long long(counterValue.doubleValue / MYBYTES)));

}

}

memoryLoadHistory.push\_back(memoryLoad);

PdhCloseQuery(hQuery);

isTaskManager = true;

InvalidateRect(hwndMain, NULL, TRUE);

}

}

void DrawGraph(HDC hdc, const std::vector<float>& data, int y, COLORREF color)

{

int width = 800;

int height = 200;

HBRUSH hBrush = CreateSolidBrush(color);

SelectObject(hdc, hBrush);

MoveToEx(hdc, 0, y, NULL);

int dataSize = data.size();

int step;

if (dataSize)

{

step = max(5, width / dataSize \* 5);

}

step = 5;

int x = (dataSize - 1) \* step + PW.x2;

int value = data[dataSize - 1];

int barHeight = min((int)((float)value / 100.0 \* height), height);

Rectangle(hdc, x, y, x + step, y - barHeight);

DeleteObject(hBrush);

}